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\textbf{Abstract}—The widespread use of smart mobile devices (e.g., in clinical trials or online surveys) offers promising perspectives with respect to the controlled collection of high-quality data. The design, implementation and deployment of such mobile data collection applications, however, is challenging in several respects. First, various mobile operating systems need to be supported, taking the short release cycles of vendors into account as well. Second, domain-specific requirements need to be flexibly aligned with mobile application development. Third, usability styleguides need to be obeyed. Altogether, this turns both programming and maintaining mobile applications into a costly, time-consuming, and error-prone endeavor. To remedy these drawbacks, a model-driven framework empowering domain experts to implement robust mobile data collection applications in an intuitive way was realized. The design of this end-user programming framework is based on experiences gathered in real-life mobile data collection projects. Facets of various stakeholders involved in such projects are discussed and an overall architecture as well as its components are presented. In particular, it is shown how the framework enables domain experts (i.e., end users) to flexibly implement mobile data collection applications on their own. Overall, the framework allows for the effective support of mobile services in a multitude of application domains.
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\section{I. INTRODUCTION}

In the light of trends like big data and cloud computing, mobile technology has become a salient factor for projects that have hitherto collected data on a paper basis. The latter, in turn, varies from simple to-do lists up to complex instruments (e.g., medical questionnaires), which are required in numerous application domains (e.g., healthcare and psychology). To provide a generic approach for mapping paper-based instruments to mobile applications, however, profound insights into real-world scenarios are indispensable. Ideally, these insights are gathered during long-running, large-scale scenarios. The development of the framework presented in this paper was based on the experiences gained in the context of 8 mobile applications scenarios dealing with data collection in the large scale (cf. Table \ref{table:realized}). In these projects, domain experts were provided with specifically tailored mobile applications instead of traditional paper-based collection instruments. Note that all 8 projects revealed that, when using mobile applications, data can be collected more conveniently compared to paper-based approaches. Furthermore, in most projects a large amount of data was collected in a rather short time period. For example, the TrackYourTinnitus project gathered more than 200,000 data items from 20,000 processed questionnaire instances within one year (cf. Table \ref{table:realized} column \textit{Instances}). Compared to traditional ways of paper-based data collection, data quality could be significantly increased. Accordingly, the information value the collected data has for domain experts could be enhanced as well.

As a lesson learned, domain experts were not completely satisfied with the functionality provided by these hard-coded prototypes. In particular, they craved for functions beyond the capabilities of paper-based instruments. For example, they demanded complex navigation operations guiding untrained staff through the process of data collection (e.g., automatically skipping questions depending on already given answers (cf. Table \ref{table:realized} column \textit{CN})). In turn, respective change requests required new releases of the already existing mobile application (cf. Table \ref{table:realized} column \textit{Releases}). Furthermore, additional releases became necessary due to other reasons. For example, multilingual user interfaces need to be provided. In this context, the Burundi mobile application project (cf. Table \ref{table:realized}) was most challenging: In this project, the work of domain experts could be dramatically eased by providing...
complex navigation operations to them when filling in the questionnaires. Altogether, five major releases became necessary during the project. Note that the maintenance of the complex navigation logic for the five releases resulted in a cost explosion with respect to the project budget.

The discussed requirements (e.g., frequent releases, multilingualism, need for flexible navigation) need to be considered in combination with each other, requiring a proper categorization. Fig. 1 summarizes key facets of the various projects. These facets, in turn, provide the basis for the development of a framework empowering domain experts to flexibly realize advanced mobile data collection applications themselves. In particular, the framework includes end-user programming techniques for this purpose.

The first facet concerns the proper involvement of **domain experts**. Note that the projects from Table I revealed that the respective application domain poses specific requirements. While in certain projects, multilingualism was an issue, in others the support of complex navigation operations within the data collection application was demanded.

The second facet deals with **technical issues related to data collection**. In several projects, sensors and wearables needed to be integrated. Recorded sensor data, in turn, enabled experts to interpret and evaluate the gathered data more properly. For example, measuring the heart rate of a subject during the processing of a questionnaire results in additional valuable and accurate information when conducting clinical trials. As another requirement, the data collected with smart mobile devices needed to be transferred to appropriate data analysis tools.

The third facet refers to the proper involvement of **IT experts**. In this context, two requirements were identified: First, the technical communication between smart mobile devices and external services is essential, taking privacy issues into account as well. Regarding healthcare projects, for example, collected data frequently comprises sensitive patient data and, therefore, needs to be encrypted [6]. Second, all projects needed to cope with the **business IT alignment gap**; i.e., the requirements of the domain experts needed to be properly mapped to the mobile applications. Initially, the semantics of the paper-based instruments was not evident for IT experts. Consequently, profound domain knowledge is required to correctly transfer a paper-based instrument and its logic to a mobile data collection application. To bridge this gap, domain experts should be empowered to realize mobile data collection applications on their own.

The final facet deals with **smart mobile device services**. Three particular requirements need to be considered for them. First, the functionality of a data collection instrument must be provided on various mobile operating systems. Second, major vendor release cycles of mobile operating systems, which are rather frequent, need to be properly handled. Third, adaptations with respect to different screen sizes (e.g., tablet or smartphone) are crucial.

This paper introduces a generic framework based on the introduced facets empowering domain experts to realize sophisticated mobile data collection applications. Section II presents fundamentals for this paper. In Section III, the overall architecture of the developed framework is presented, while Section IV introduces a powerful component for configuring mobile data collection instruments. Section V presents preliminary results of a study applying this configurator component in practice. Section VI discusses related work and Section VII presents conclusion and future work.

**II. FUNDAMENTALS**

Fig. 2 introduces the mobile data collection lifecycle, which consists of 5 phases. Note that in 3 phases end-user programming techniques are applied. They, in turn, provide the basis for empowering domain experts to realize sophisticated mobile data collection applications themselves.

In the Design & Modeling phase, mobile data collection instruments with complex navigation logic are created by end-users. The Deployment phase, in turn, allows for the robust deployment of the created instruments to smart mobile devices. In the Enactment & Execution phase, multiple instances of the realized data collection instruments may be created and executed on the smart mobile devices. During

![Figure 2. Mobile Data Collection Lifecycle](image-url)
In order to transfer paper-based instruments to digital ones, first of all, a mental model was defined (cf. Fig. 3). Thereby, the logic of an instrument is described in terms of an executable process model that can be enacted by a lightweight process engine running on smart mobile devices of different operating systems. This model-driven approach, in turn, separates process logic from application code [7]. A process model, in turn, acts as schema for executing process instances (e.g., questionnaire instances). The process model itself consists of process steps (i.e., activities) as well as the control and data flow between them. Furthermore, gateways (e.g., XORsplit and ANDsplit) are provided for describing control flow structures.

Using this mental model, both the logic and content of a paper-based instrument can be mapped to a process model. More precisely, pages of an instrument correspond to process activities and the flow between these activities matches the navigation logic of the instrument. Questions, in turn, are directly mapped to process data elements, which, in turn, are connected to activities. The latter may write data elements to store the answers to specific questions. More details about mapping an instrument to a process model can be obtained from [8]. The structure capturing all required information relies on the ADEPT2 [9] process model, but can also be adapted to other meta-models (e.g., WS-BPEL [10]).

This section describes the generic architecture of the realized framework for managing mobile data collection applications (cf. Fig. 3). This architecture, in turn, relies on a process-driven approach. The latter constitutes the basis for coping with fundamental requirements and technical challenges (cf. Section II). In the following, it is discussed how process management technology drives this architecture:

1) Create Collection Instruments Using Process Technology: Data collection instruments are created by domain experts using a process-aware configurator component [3]. The latter provides an abstract and comprehensible modeling notation for domain experts to specify the flow logic of the mobile data collection instrument. Navigation operations as well as the data elements of instruments are modeled. Data elements, in turn, are connected to pages. Note that the latter are important for rendering instruments as they represent single screens on the smart mobile device and allow thematically structuring a questionnaire. In the context of questionnaire instruments, data elements represent questions, whereas navigation allows skipping questions (or even pages) depending on previously given answers. Finally, the configurator component allows defining rules for the automated evaluation of gathered data [6].

2) Generate Mobile Applications Based on Process Models: The process model of a data collection instrument is used to drive its execution on the various mobile operating systems. In turn, this required the implementation of a generic mobile process engine. By interpreting process models directly on smart mobile devices, all changes of instruments can be realized in an easy and cost-efficient manner. Note that this allows for flexible mobile data collection applications. Furthermore, instruments are rendered locally on the smart mobile devices. The rendering mechanism, in turn, takes different mobile operating systems as well as screen sizes into account, again utilizing information from the process model.

3) Relieve IT Experts through Automatic Process Management: As depicted in Fig. 3 the process model is as well as the analysis rules are mapped to XML documents. The latter are then automatically deployed to the respective smart mobile devices. Log files capturing execution information are stored using an XML structure to allow for their subsequent evaluation. In this context, security is ensured based on state-of-the-art data encryption techniques. Note that the communication required for steps relies on Web Services [10]. Based on this automation, many challenging requirements of mobile data collection application projects are mitigated. For example, when releasing new versions of already existing instruments, IT experts are no longer required. Note that release management constitutes the main cost driver in the context of the discussed mobile data collection projects (cf. Section II). Finally, changes.
solely affecting the XML documents require implementation adaptations to be performed by IT experts. For example, new legal regulations may cause changes of the used data encryption algorithm with respect to the XML document.

IV. EMPOWERING DOMAIN EXPERTS

The fundamental goal of the configurator component is to empower domain experts to realize data collection instruments at a high level of abstraction and in a flexible way (cf. Fig. 5). The configurator is implemented as a Java Eclipse RCP application (cf. Fig. 5 (a)) and is connected to an intermediary service (cf. Fig. 4 (1 – 5)). The latter communicates with mobile applications (cf. Fig. 5 (c)). The configurator component cannot be presented in detail. Its major functions are as follows:

1) **Modeling Area View**: The modeling area covers four aspects. First, the data collection instrument is captured and visualized as a process model (cf. Fig. 5 (d)). Second, easy-to-use operations (i.e., drag & drop) for inserting and deleting pages are provided. Third, operations for adding and deleting gateways are provided. Gateways, in turn, allow for a sophisticated navigation within data collection instruments. Finally, it is required that all parameters of gateways are specified. Hence, advanced wizards are introduced in order to ensure that all required parameters are set.

2) **Page Repository View**: The repository covers three aspects (cf. Fig. 5 (e)). First, it lists all available pages that may be used when composing the data collection instrument in the modeling area. Second, the version of a designed page may be selected. Recall that versioning constitutes a key requirement for domain experts. Third, it allows moving pages (i.e., respective version) to the modeling area via drag & drop.

3) **Element View**: The element view enables domain experts to create elements for pages (cf. Fig. 5 (g); only a small part of the entire view is shown). The configurator component provides five basic element types (cf. Table II) divided into two categories: Elements of the first category are solely used to visually structure a page, while the second category comprises elements dealing with data collection. In general, a domain expert needs to specify nine attributes when creating a new element: ID, question, language, question type (cf. Table II (4)), style information (e.g., alignment; optional), question mode (mandatory or optional), anonymization (optional), version information, and pre-defined answers (optional). Note that the page view, which is not shown in Fig. 5, is connected to the element view. Finally, all created elements may be used to model questionnaire pages via drag & drop operations across the two views.

4) **Preview Mode**: The preview mode can be easily accessed from all views and allows previewing elements or pages. Domain experts may configure three properties. First, a concrete smart mobile device (e.g., iPhone 6S) may be selected. Second, the screen orientation (i.e., landscape or portrait) may be specified. Third, the language to be displayed (e.g., French) may be selected. The specified information is then used to dynamically render a preview of the element as if it would be displayed on a real device. Note that such feature is highly welcome by domain experts.
After modeling a data collection instrument, it is deployed to the intermediary service. The respective procedure, in turn, includes the automatic mapping of created data collection instruments to process models. The latter can then be deployed to the smart mobile application, which consists of a lightweight process engine capable of dynamically interpreting process models; i.e., the engine controls and monitors the execution of questionnaire instances (e.g., automatically selecting branches at gateways depending on previous answers). Note that all changes applied to the data collection instrument can be made immediately available on the smart mobile devices when applying this model-driven approach and using the lightweight process engine. Based on this approach, changes to data collection instruments no longer require the involvement of IT experts. Furthermore, a sophisticated layout generator is provided to build and render the user interface automatically. In this context, platform-specific design guidelines were considered (cf. Fig. 6), which introduce novel control elements to meet domain-specific requirements (e.g., switch controls with no initial state).

### V. Preliminary Results

Recall the fundamental facets from Fig. 1 and the technical glue for integrating them in a proper way (i.e., a process-driven approach) from Fig. 4. When realizing the technical solution, two aspects were of particular importance (cf. Fig. 5, I & II):

- **A1** The paradigm for modeling data collection instruments needs to be accepted by domain experts (cf. Fig. 5 I).
- **A2** IT experts are relieved from deploying data collection instruments to smart mobile devices (cf. Fig. 5 II). An appropriate approach enabling domain
experts to address advanced requirements (e.g., flexible changes) is provided.

**Regarding A1**, preliminary results of a study with 111 subjects are presented. The latter were either Computer Scientists (48%), Psychologists (39%), or Others (e.g., Business Scientists; 13%). 57 subjects were male (51%), whereas the other 54 subjects were female (49%). Subjects age ranged from 19 – 62 years, with an average age of 29 years. The study was conducted by four steps:

- **S1** The configurator component was introduced. In this context, the main concept of modeling data collection instruments as well as basic operations (e.g., inserting pages) were briefly presented.
- **S2** A paper-based instrument was provided to subjects, who then should realize it using the presented configurator component.
- **S3** Subjects had to cope with change requests regarding an already existing data collection instrument (e.g., changing the order of elements or pages).
- **S4** A survey comprising questions related to the user interface, the usability of the configurator, and the change operations available was presented.

In the following, selected study results are presented. **First**, Fig. 7 summarizes how subjects perceived the complexity of steps S1 – S3. On the one hand, the discrepancy between Computer Scientists and Psychologists was rather low. On the other, the main part of the subjects considered the overall complexity of modeling a data collection instrument as normal or better. **Second**, Fig. 8 illustrates how subjects perceived the complexity of the basic operations applied in the context of steps S1 – S3. Overall, the feedback was positive. Most of the subjects were able to correctly and properly apply the operations. Furthermore, they considered their usage as intuitive. **Third**, Fig. 9 indicates the mental effort perceived by the subjects when applying complex navigation operations during steps S1 – S3. As illustrated, the perceived mental effort was high for the majority of the subjects. Consequently, further research on usability issues is needed, e.g., to improve user explanations. Finally, the study compared modeled instruments with a reference model as well.

Regarding A2, algorithms for transforming a given data collection instrument into a process model, which may then be executed on smart mobile devices, are required. In this context, process models are represented in terms of an XML structure. Fig. 10 presents algorithms along the entire transformation procedure. Due to lack of space, only the main algorithm mapping the data collection instrument to the process model (cf. Alg. 1) is presented. Note that the algorithm ensures that the processed XML structure can be correctly executed on the smart mobile devices. For example, it automatically detects data dependencies violated by a modeler. Since domain experts may create complex mobile data collection instruments, the algorithm is structured into sub-algorithms. For example, Alg. 2 is invoked to evaluate whether a modeled page can be correctly inserted into the process model. Furthermore, data elements that are needed to store the respective answers will be automatically assigned to this model as well.

Altogether, the realized algorithms worked properly. In future work, additional issues will be considered. For example, further research is needed to provide enhanced features enabling complex navigation. Again, correctness issues have to be carefully considered when applying changes to the already introduced algorithms in order to properly support domain experts in this regard.

**Algorithm 1: Traversing the Graph of the Data Collection Instrument and Calling Mapping Methods**

```java
begin
  if (element instanceof Page) then
    traverseGraphHandler (element.getNext()); // map element (page) to node (cf. Alg. 2)
  else if (element instanceof Connector) then
    handler.handleConnector (element); // map element (connector) to an edge
    /* do not continue with the next element if it is a join node. */
    if (element.getNext() instanceof QJoin) then
      handler.handleJoin (element); // map element (join) to a gateway
    end
  else if (element instanceof Split) then
    traverseGraphHandler (element.getNext()); // map element (split) to a gateway
    handler.handleSplit (element); // handle all paths of the gateway (→ connector)
  else if (element instanceof QJoin) then
    traverseGraphHandler (element.getNext()); // and handle the join node immediately after
    handler.handleJoin (element); // handle the join node immediately after
  else if (element instanceof QStart) then
    traverseGraphHandler (element.getNext()); // continue with the element (connector) right after the join
    handler.handleStart (element); // when handling it later
  else if (element instanceof QEnd) then
    traverseGraphHandler (element.getNext()); // continue with the element (connector) right after the join
    handler.handleEnd (element); // and handle the join node immediately after

  end
end
```

Data:
- `element`: Implementation for the export interface
- `handler`: Current element to be processed
Algorithm 2: Mapping a Page (Data Collection Instrument) to a Node (Process Model)

Data:
- cElement: Current element to be mapped
- model: The process model where elements should be inserted
- pred: The predecessor of the new node (e.g., pred = startnode in the first run)
- succ: The successor of the new node (e.g., succ = endnode in the first run)

begin
1 Map a Page (Data Collection Instrument) to a Node (Process Model)
   // Map the current element to a node
   // (e.g., copy its name and content to a node object)
   if (Operator.checkNode(model, node, pred, succ)) then
     foreach (CElement element in cElement.getElements())
       if (element instanceof ElementQuestion) then
         // Insert the node between them
         foreach (CElement element in cElement.getElements())
           // Insert a DataElement to save the Data collected
           if (element instanceof DataElement) then
             // Add a DataElement to the node with the connector
             dataElement.nextNode = node;
           end
         end
       // Check if the new node can be inserted between the given nodes
       end
     end
   else
     // It is not possible to insert the node
     Exception-Handling
   end
end

VI. RELATED WORK

Two categories of related work are relevant in the context of this paper.

A. Approaches Dealing with End-User Programming

In the past, various approaches supporting non-programmers with creating software were suggested [11, 12]. Both their feasibility and applicability were proven in a multitude of studies. For example, [11] provides an environment assisting system administrators in their daily routines and allowing for the visual modeling of script applications. A related case study revealed that the administrators were able to easily create the scripts needed.

[13] introduces a notation that may be used to visually implement simple programs based on blocks. Thereby, each block represents a function of the final computer program. Similar to the presented approach, provided blocks may be moved using drag & drop operations. Evaluations with pupils showed that they strongly prefer this approach compared to traditional text-based programming. Furthermore, teachers reported that the simplified representation of programs significantly improved the basic understanding. In turn, [14] provides a sophisticated plug-in architecture on top of the first discussed approach that enables non-programmers to manipulate and extend the modeling notation. Again, the feasibility could be proven by the authors. [15] presents end-user programming approaches for creating Web Mashups. Users may add data sources and apply processors (e.g., operators and functions) to modify respective data in a graphical editor.

B. Approaches Dealing with Mobile Data Collection

A platform supporting researchers with collecting data using smart mobile devices is presented in [16]. However, this platform is specifically tailored to mental health research and cannot be easily adapted to other domains. Furthermore, [16] deals with questionnaire customization. In particular, interval-based interviews are provided and data from external sensors may be integrated. However, the approach does not provide features like automatic UI generation. [17] presents a framework for mobile data collection as well. Similar to the presented approach, a configurator component is provided with limited features compared to the ones presented in this paper. For example, only few elements for structuring mobile data collection instruments are available. [18] provide benefits of using smart mobile devices in healthcare and introduces various mHealth applications.

VII. CONCLUSION AND FUTURE WORK

Based on the experiences with implementing real-world mobile data collection applications, major challenges associated with the described facets were elaborated. Along these facets, the idea of a generic mobile data collection framework was introduced. In particular, the framework enables domain experts to create sophisticated mobile data collection applications on their own. Using techniques known from end-user programming provides promising perspectives regarding this challenging endeavor. Furthermore, a process-driven approach has proven its appropriateness for automatically transferring mobile data collection applications to smart mobile devices in a flexible and robust way. In particular, as shown with the configurator component, modeling
processes is a feasible method for creating mobile data collection applications by domain experts. Process technology delivers features to meet the requirements of the domain experts. In turn, technical challenges could be tackled by using this technology directly on the smart mobile device. Altogether, combining process management technology with end-user programming indicates first promising results for a generic mobile data collection framework.

Although the configurator component was welcome by the domain experts, further research is needed with respect to usability issues. For this purpose, another study will be conducted applying methods from usability engineering \[19\] to the presented configurator components. Furthermore, features enabling domain experts to analyze collected data is another promising research direction. In this context, process mining algorithms may be applied to collected data in order to obtain more valuable insights \[20\]. In addition to the already introduced results with respect to mental effort, more performance indicators of the framework need to be evaluated. The latter include modeling time for a questionnaire as well as performance metrics compared to paper-based instruments.

Moreover, the proposed approach may significantly change the way of creating mobile data collection applications in other application domains as well. In particular, life sciences may benefit as they mainly focus on everyday life context situations that can only be properly covered when using complex data collection applications.
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