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Abstract. The success of a company more and more depends on its
ability to flexibly and quickly react to changes. Combining process man-
agement techniques and conversational case-based reasoning (CCBR) al-
lows for flexibly aligning the business processes to new requirements by
providing integrated process life cycle support. This includes the adap-
tation of business processes to changing needs by allowing deviations
from the predefined process model, the memorization and the reuse of
these deviations using CCBR, and the derivation of process improve-
ments from cases. However, to effectively support users during the whole
process life cycle, the quality of the data maintained in the case base
(CB) is essential. Low problem solving efficiency of the CCBR system
as well as inconsistent or inaccurate cases can limit user acceptance. In
this paper we describe fundamental requirements for CB maintenance,
which arise when integrating business process management (BPM) and
CCBR and elaborate our approach to meeting these requirements.

1 Introduction

The economic success of an enterprise more and more depends on its ability
to flexibly align its business processes to quickly react to changes, e.g., in the
market or in technology requiring flexible ”process-aware” information systems
(PAIS) [1] to effectively support this alignment [2,3]. Authorized users must be
allowed to deviate from the pre-defined process model to deal with unanticipated
situations. For example, in a specific patient treatment process the patient’s cur-
rent medication may have to be changed due to an allergic reaction, i.e., the
process instance representing this treatment procedure may have to be dynami-
cally adapted (e.g., by deleting, adding or moving process activities). In addition
to such instance-specific changes, PAIS must be able to adapt to changes of the
underlying business processes themselves, e.g., due to reengineering efforts [4] or
the introduction of new laws. For instance, it might become necessary to inform
not only newly admitted patients about the risks of a medical treatment, but
also patients with an ongoing treatment process who have not obtained their
medication yet.
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The need for more flexible PAIS has been recognized for several years [2,3].
Existing technology supports ad-hoc changes at the process instance level (i.e.,
run time adaptations of individual process instances) as well as changes at the
process type level (i.e., changes of a process model) [5]. In CBRFlow [6], for
example, we have applied conversational case-based reasoning (CCBR) to assist
users in defining ad-hoc changes and in capturing contextual knowledge about
these changes; furthermore, CBRFlow supports the reuse of information about
ad-hoc changes when defining new ones. CCBR is an extension of the CBR
paradigm, which actively involves users in the inference process [7]. A CCBR
system can be characterized as an interactive system that, via a mixed-initiative
dialogue, guides users through a question-answering sequence in a case retrieval
context (cf. Fig 3). In [8,9] we have extended our approach to a complete frame-
work for integrated process life cycle support as knowledge from the case base
(CB) is applied to continuously derive improved process models.

To provide adequate process life cycle support, the quality of the data main-
tained in the CB is essential. For example, the presence of inconsistent or inac-
curate cases in the CB is likely to reduce problem-solving efficiency and solution
quality and limit user acceptance. The need for CB maintenance arises as cases
covering ad-hoc deviations are added by users and not by experienced process
engineers and the CB incrementally evolves over time. New cases are added in
exceptional situations which have never been dealt with before. To ensure accu-
racy of the cases and to improve the performance of the CB, CB maintenance
becomes crucial when the CB grows. Due to environmental changes and process
evolution updates of the CB itself become necessary. Potential process improve-
ments are suggested by the CCBR system, leading to changes in the process
model. To maintain consistency of the cases in the CB and to avoid redundan-
cies between the updated process model and the CB, cases leading to or affected
by these updates must be revised or possibly removed from the CB version. The
process engineer must be supported by suitable maintenance policies and tools.

In our previous work we focused on the integration of business process man-
agement (BPM) and CCBR. We developed detailed concepts for memorization
and reuse of process instance changes, which allow to derive process (model)
improvements from cases [6,9,10]. So far, CB maintenance issues have not been
considered in detail, but are a logical next step to provide comprehensive support
for process life cycle management. Section 2 introduces basic concepts related
to process life cycle support. Section 3 discusses fundamental requirements for
CB maintenance in the BPM domain. How we meet these requirements in our
approach is described in Section 4. Section 5 discusses related work. We conclude
with a summary and an outlook in Section 6.

2 Integrated Process Life Cycle Support Through CCBR

2.1 Business Process Management Fundamentals

PAIS enable users to model, execute, and monitor a company’s business processes.
In general, orchestration of a business process is based on a predefined process
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model, called a process schema, consisting of the tasks to be executed (i.e., ac-
tivities), their dependencies (e.g., control and data flow), organizational entities
performing these tasks (i.e., actors) and business objects which provide data for
the activities. Each business case is handled by a newly created process instance
and executed as specified in the underlying process schema.

For each business process (e.g., booking a business trip or handling an order)
a process type T has to be defined. One or more process schemes may exist
reflecting different versions of T . In Fig. 1, for example, process schemes S and
S′ correspond to different versions of the same process type. Based on a process
schema new process instances I1, . . . , Im can be created and executed.
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Fig. 1. Different Levels of Process Change

As motivated above PAIS must support process type as well as process in-
stance changes. Changes to a process type T that are necessary to cover the
evolution of real-world business processes are performed by the process engineer
[5,11,12]. As a result we obtain a new schema version S′ of the same type T
(cf. Fig. 1) and the execution of future process instances is then based on S′.
In contrast, ad-hoc changes of individual process instances are performed by
process participants (i.e., end users). Such changes become necessary to react to
exceptional situations [2,6,13]. The effects of such instance-specific changes are
kept local to the respective process instance, i.e., they do not affect other process
instances of the same type. In Fig. 1 instance I2 has been individually modified
by dynamically deleting activity B. Thus the respective execution schema of I2
deviates from the original process schema S this instance was derived from.

2.2 Integrated Process Life Cycle Support - Overview

Fig. 2 shows how integrated process life cycle support can be achieved by com-
bining BPM technology and CCBR. At build time an initial representation of
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a business process is created either by process analysis or by process mining
(i.e., by observing process and task executions) (1). At run time new process
instances can then be created from the predefined process schema (2). In gen-
eral, process instances are executed according to the process schema they were
derived from, and activities are assigned to process participants to perform the
respective tasks (3). However, when exceptional situations occur at the process
instance level, process participants must be able to deviate from the predefined
schema. Users can either define an ad-hoc deviation from scratch and document
the reasons for the changes in the CB, or they can reuse a previously specified
ad-hoc modification from the CB (4). The PAIS monitors how often a particular
schema is instantiated and how often deviations occur. When a particular ad-hoc
modification is frequently reused, the process engineer is notified that a process
type change may have to be performed (5). The process engineer can then evolve
the process schema (6). In addition, existing cases which are still relevant for
the new process schema version are migrated to a new version of the CB (7).
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Fig. 2. Integrated Process Life Cycle Support (adapted from [10])

2.3 Case Representation and Reuse

In this section we describe how CCBR is used to capture the semantics of process
instance changes, how these changes are memorized, and how they can be re-
trieved and reused when similar situations occur (for details see [8]).

Case Representation. In our approach a case c represents a concrete ad-
hoc modification of one or more process instances. It provides the context of
and the reasons for the deviation (cf. Fig. 3). If no similar cases can be found
when introducing a process instance change, the user adds a new case with the
respective change information to the system. A case consists of a textual problem
description pd which briefly describes the exceptional situation that led to the
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ad-hoc deviation. The reasons for the change are described as question-answer
(QA) pairs {q1a1, . . . , qnan} each of which denotes one particular condition; QA
pairs are also used to retrieve cases when similar problems arise in the future. The
solution part sol (i.e., the action list) contains the applied change operations.

Definition 1 (Case). A case c is a tuple (pd, qaSet, sol) where

– pd is a textual problem description
– qaSet = {q1a1, . . . , qnan} denotes a set of question-answer pairs
– sol = { opj | opj = (opTypej, sj, paramListj), j = 1, ..., k} is the solution

part of the case denoting a list of change operations (i.e., the changes that
have been applied to one or more process instances)1.

The question of a QA pair is usually free text, however, to reduce duplicates it
can also be selected from a list of already existing questions in that CB. The
answer can either be free text or a structured answer expression (cf. Fig 3).
Answer expressions allow using contextual information already kept in the PAIS
(e.g., due to legal requirements), thus avoiding redundant data entry. Questions
with answer expressions can be evaluated automatically by retrieving values for
their context attributes from existing data in the system, i.e., they do not have to
be answered by users, thus preventing errors and saving time. Free text answers
are used when no suitable context attributes are defined within the system or the
user is not trained to write answer expressions. For instance, the second QA pair
in Fig. 3 contains an answer expression using the context attribute Patient.age
and can be evaluated automatically. In contrast, the answer in the first QA pair
is free text provided by the user.

All information on process instance changes related to a process schema ver-
sion S is stored as cases in the associated CB of S.

Additional lab test requiredTitle

Description An additonal lab test has to be performed as 
the patient has diabetes and is older than 40 

Question-Answer Pairs

Question Answer

Patient has diabetes? Yes

Is the patient’s age greater than 40? Patient.age > 40

Actions

Insert LabTest

Operation Type Subject Parameters

Select Operation Type Insert

Select Activity/Edge Lab Test

Please Answer the Questions

Question Answer

Patient has diabetes? Yes

Is the patient’s age greater than 40? Yes

Lab Test required

Title

125

Case ID

100%

Similarity

25

Reputation Score

Display List of Cases

Into S Between Preparation and Examination

Fig. 3. Sample CCBR Dialogs - Adding a New Case and Retrieving Similar Cases

Definition 2 (Case Base). A case base CBS is a tuple (S, {c1, . . . , cm}, freqS)
where

– S denotes the schema version the case base is related to
1 An operation opj := (opTypej, sj , paramListj) (j = 1, ..., m) consists of operation

type opTypej , subject sj of the change, and parameter list paramListj .



Case-Base Maintenance for CCBR-Based Process Evolution 111

– {c1, . . . , cm} denotes a set of cases (cf. Def. 1)
– freqS(ci) ∈ N denotes the frequency with which case ci has been (re–)used

in connection with schema version S, formally: freqS: {c1, . . . , cm} �→ N

Case Retrieval. When deviations from the predefined process schema become
necessary the user initiates a case retrieval dialogue in the CCBR component (cf.
Fig 3). The system then assists her in finding already stored similar cases (i.e.,
change scenarios in our context) by presenting a set of questions. Questions with
an answer expression are evaluated by automatically retrieving the values of the
context attributes. Based on this the system then searches for similar cases by
calculating the similarity for each case in the CB and it displays the top n ranked
cases (ordered by decreasing similarity) with their reputation score (for details
see Section 4.1). Similarity is calculated by dividing the number of correctly
answered questions minus the number of incorrectly answered questions by the
total number of questions in the case. The user then has different options:

1. The user can directly answer any of the remaining unanswered questions (in
arbitrary order), similarity is then recalculated and the n most similar cases
are displayed to the user.

2. The user can apply a filter to the case-base (e.g., by only considering cases
whose solution part contains a particular change operation). Then all cases
not matching the filter criteria are removed from the displayed list of cases.

3. The user can decide to review one of the displayed cases. The case description
is then shown to the user.

4. The user can select one of the displayed cases for reuse. The actions specified
in the solution part of the case are then forwarded to and carried out by the
PAIS. The reuse counter of the case is incremented.

3 Requirements for CB Maintenance

In this section we derive fundamental requirements for CB maintenance in the
described scenario. The requirements are aligned with the three top-level per-
formance objectives for CBR systems (cf. [14]): problem-solving efficiency (i.e.,
average problem solving time), competence (i.e., range of target problems solved)
and solution quality (i.e., average quality of a proposed solution).

Req. 1 (Accuracy of the Cases): When using CCBR for memorization
and reuse of ad-hoc modifications the CB incrementally evolves over time as
new cases are added by end users when exceptions occur. Our approach already
guarantees syntactical correctness of the solution part, i.e., the application of
change operations to a process schema always results in a syntactically correct
process schema [2]. However, semantical correctness of cases must be ensured as
well. When cases are added to the CB by inexperienced users it can not always
be prevented that inaccurate or low quality cases are added to the CB; however,
it must at least be ensured that incorrect cases will not be reused.
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Req. 2 (Refactoring QA Pairs): Whenever possible, answer expressions
which can be automatically evaluated should be used instead of free text to
ease the retrieval process and to increase problem solving efficiency. However,
in practice free text QA pairs are entered for good reasons, e.g., the user is
unaware of relevant context attributes, she is not trained to formulate answer
expressions, or there are no suitable context attributes available in the system
when entering the case. The process engineer should be supported in all of the
scenarios described above to refactor free text to answer expressions later on.

Req. 3 (Detecting and Handling Inter-Case Dependencies): Occasion-
ally, more than one case may have been applied to a particular process instance.
Such dependencies between cases can be observed by analyzing log data (e.g.,
whenever case c1 has been applied to a process instance, case c2 has been applied
to this instance as well, i.e., inter-case dependencies exist). When two cases are
only used in combination they should be merged to increase problem solving
efficiency. When two cases are not always used in combination, but their co-
occurrence is frequent, the system should remind users to consider applying the
dependent case(s) as well (e.g., by displaying dependent cases).

Req. 4 (Support for CB Migration): Even if cases have been accurate
when they were added to the CB, they can become outdated over time. For
instance, the evolution of a process schema S (i.e., continuous adaptation schema
S to organizational and environmental changes) may reduce the accuracy of parts
of the schema-specific CB. After a process type change a subset of the knowledge
encoded in the cases may now be captured in the new process schema version
S′. The challenge is to migrate only those cases to the new CB version which
are still relevant. Cases affected by the process change must be revised by the
process engineer or removed from the CB if they are no longer needed.

Additional Requirements. When a CB evolves iteratively, the risk of in-
consistencies due to duplicate cases increases and should be mitigated. Duplicate
cases are either identical, or have the same semantics but are expressed differ-
ently. In addition, QA pairs with the same semantics, but different wording,
should be avoided, e.g., when entering a new case the user should be supported
to reuse already existing QA pairs.

4 Approach to CB Maintenance

In this section we present our approach to CB maintenance and describe how
we address the requirements from Section 3.

4.1 Accuracy of the Cases

The accuracy of the cases maintained within a CB is crucial for the overall perfor-
mance of the CBR system and consequently for the trust users have in it. Particu-
larly, if cases are added by end users adequate evaluation mechanisms for ensuring
quality become essential. Like Cheetham and Price [15] we propose to augment
the CBR cycle with the ability to determine the confidence users have in the ac-
curacy of individual solutions. In [8], we use the concept of reputation to indicate
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Fig. 4. Feedback forms

how successfully an ad-hoc modification – represented by a case – was reused in
the past, i.e., to which degree that case has contributed to the performance of the
CB, thus indicating the confidence in the accuracy of this case.

Whenever a user adds or reuses a case she is encouraged to provide feedback
on the performed process instance change. She can rate the performance of
the respective ad-hoc modification with feedback scores 2 (highly positive), 1
(positive), 0 (neutral), -1 (negative), or -2 (highly negative); additional comments
can be entered optionally (cf. Fig. 4); the reputation score of a case is then
calculated as the sum of feedback scores. While a high reputation score of a case
is an indicator of its semantic correctness, negative feedback probably results
from problems after performing a process instance change. Negative feedback
therefore results in an immediate notification of the process engineer, who may
deactivate the case to prevent its further reuse. The case itself, however, remains
in the system to allow for learning from failures as well as to maintain traceability.

During case retrieval the CCBR system displays the overall reputation score
(cf. Fig. 3) and the ratings for the past 7 days, the past month, and the past 6
months are also available to the user (cf. Fig. 4). Upon request the user can read
all comments provided in the past and decide whether the reputation of the case
is high enough for her to have confidence in its accuracy.

4.2 Refactoring QA Pairs

As mentioned cases are used to support memorization and reuse of ad-hoc de-
viations, whereas QA pairs describe the reasons for the deviation. A question is
always free text, an answer can be free text or a structured answer expression
(cf. Section 2.3). Whenever possible, answer expressions should be used instead
of free text to increase problem solving efficiency. While answer expressions can
be automatically evaluated by the system (i.e., answer values are automatically
inferred from existing data), free text answers have to be provided by the user.
However, in practice it is not always feasible to use answer expressions instead of
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free text. In the following we describe three scenarios where free text QA pairs
are entered into the system, and we sketch maintenance policies for refactoring
free text answers to formal answer expressions.

Scenario 1: The end user applies CCBR to handle an exception, but is not
knowledgeable enough to specify formal answer expressions. As the exceptional
situation has to be resolved quickly, the user enters free text QA pairs to cap-
ture the reasons for the deviation and applies the case immediately. In order to
increase problem solving efficiency the respective QA pair should be refactored
to a formal answer expression later on, if feasible. Thus, whenever the frequency
of answering a particular QA pair exceeds a predefined threshold a notification
is sent to the process engineer to accomplish this refactoring.

Scenario 2: The end user is unaware of the application context and cannot
find suitable context attributes for specifying answer expressions even though
they are available in the system. Therefore, the user enters free text to capture
the reasons for the deviation. The process engineer is not informed immediately,
but only when the respective QA pair has been answered frequently enough,
exceeding a threshold value. He can then refactor the free text to an equivalent
answer expression to be used during case retrieval instead.

Scenario 3: No suitable context attributes are available within the system
to describe the concrete ad-hoc modification. In this scenario, the user must
specify the QA pair using free text. As in Scenarios 1 and 2 the process engineer
is informed when the QA pair has been answered frequently enough. He can then
decide whether to extend the application context and to add the required context
attribute. When a new context attribute is inserted into the system, suitable
software components (adapters) for retrieving the context attribute values during
run time must be provided.

4.3 Detecting and Handling Inter-case Dependencies

Generally, several ad-hoc changes may be applied to a particular process instance
over time, and consequently several cases may exist which affect this instance.
In Figure 5, case c1 and c2 were both applied to process instance I1. Case c1 led
to the insertion of an additional activity Z between activities B and C, while the
application of case c2 resulted in the deletion of activity D.

Cases applied to the same instance may be independent of each other, or
inter-case dependencies may exist. In a medical treatment process, for example,
magnet resonance therapy (MRT) must not be performed if the patient has a
cardiac pacemaker. However, a different imaging technique like X-ray may be
applied instead. As the deletion of the MRT activity triggers the insertion of
the X-ray activity, a semantic dependency between these two ad-hoc changes
exists. Discovering such inter-case dependencies is crucial to better assist users
in defining changes for other instances later on. In order to discover inter-case
dependencies we apply process mining techniques and analyze change logs. In
our example the change log reveals that cases c1 and c2 were not coincidentally
applied together to I1 only, but always appear in combination.
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Case Base
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Fig. 5. Discovery of Inter-Case Dependencies

Definition 3 (Strong Inter-Case Dependency). Let S be a process schema
with associated case base CBS and process instance set InstanceSetS. Further,
for case c ∈ CBS let InstanceSetc ⊆ InstanceSetS denote the set of all process
instances to which case c was applied. Then:

A strong inter-case dependency between c1 ∈ CBS and c2 ∈ CBS exists if
InstanceSetc1 = InstanceSetc2, i.e., case c2 has been applied to all process
instances to which c1 has been applied and vice versa.

If a strong inter-case dependency between c1 and c2 exists and the total number
of co-occurrences of these two dependent cases exceeds a given threshold n, the
process engineer is notified about the option to merge c1 and c2. In this situation
a new case c′ will be created and the original cases c1 and c2 be deactivated.2 The
problem description and the QA pairs of c1 and c2 are manually merged by the
process engineer; the solution parts sol1 and sol2, in turn, can be automatically
merged by combining the change operations of the original cases in the correct
order.

Very often cases co-occur frequently, but do not always co-occur; i.e., there is
no strong inter–case dependency between them (cf. Def. 3). In such a scenario
the cases cannot be merged. Nevertheless advanced user support can be provided
when reusing a case. Assume, for example, that case c2 has been frequently
reused for process instances on the condition that case c1 has been applied to
these instances as well (but not vice versa). When a user applies case c1 to a
process instance and the (conditional) co-occurrence rate CO(c2|c1) (see below)
exceeds a predefined threshold m <= 1, our system will suggest to also consider
applying case c2 to this instance as well.

Definition 4 (Conditional Co-Occurrence Rate). Let S be a process schema
with case base CBS and let c1, c2 ∈ CBS be two cases. The conditional co-occurence
rate CO(c2|c1) denotes the relative frequency of case c2 on the condition that case
c1 has been applied as well. Formally:

2 For traceability reasons respective cases are not deleted, but only deactivated.
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CO(c2|c1) ≡ |instanceSetc1 ∩ instanceSetc2 |
|instanceSetc1 |

Generally, when reusing a case c ∈ CBS at the instance level we present the
user all cases ck ∈ CBS \ {c} with a conditional co-occurence rate CO(ck|c)
exceeding threshold m. The qualified user can then select one or more of the
displayed cases and apply them in addition to the previously applied one.

4.4 Support for CB Migration

As discussed in Section 2.1 a PAIS must not only support ad-hoc changes of
individual process instances, but also cope with changes at the process type level.
An adaptation of process type T may become necessary to react to environmental
changes (e.g., the introduction of a new law) or to cover the evolution of business
processes. It may also be triggered by the monitoring component of the PAIS,
if a particular ad-hoc instance modification has been frequently reused and the
process engineer decides to pull this change up to the type level.

Formally, a process type change ΔT = op1 . . . opn comprises a sequence of
parameterized change operations which are applied to the original type schema
S. As a result we obtain a new schema version S′ = S + ΔT for this type. The
challenging questions are how to treat already running process instances of this
type and how to evolve case base CBS .

The execution of future process instances is based on S′ whereas already
running instances are either continued according to the old schema S or migrated
to the new one. Among other constraints the ability to migrate a particular
process instance from S to S′ depends on its current state; i.e., process instances
which have not progressed too far may be migrated to S′ and then be executed
according to the new schema, whereas instances whose state is not compliant
with S′ are still executed according to S [5]. On the one hand this enables
flexibility when dealing with environmental changes, on the other hand it ensures
consistency and correct execution behavior after the change [16,2].

When changing process schema S to S′ = S + ΔT and migrating selected
process instances to S′ we must evolve the case base CBS too. A naive solution
would be to ignore all ”old” cases for S′ (i.e., CBS′ := ∅); another extreme is
to associate all existing cases with S′ as well (i.e., CBS′ = CBS). While the
former approach discards all experiences gathered in the past, the latter leads
to an inaccurate (i.e., outdated) case base. Note that when applying change ΔT

= op1 . . . opn to process schema S a subset of the knowledge encoded in the
cases from CBS may then be captured by S′. This particularly holds true if the
type change has been triggered by the PAIS itself when the reuse counter of a
particular ad-hoc modification (i.e., case) has exceeded a given threshold.

The challenge is to migrate only those cases to CBS′ (i.e., to add them to
CBS′) which remain relevant for future reuse scenarios. This necessitates ad-
vanced mechanisms that allow to decide which cases from CBS can be retained
unchanged for CBS′ , which cases have to be adapted before adding them to
CBS′ , and which cases shall be left out of CBS′ . In order to answer these ques-
tions we have to differentiate whether the process type change triggered by one
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or more cases is relevant for all process instances based on S′ or only for a
particular subset of instances (e.g., an additional activity is only conditionally
inserted) [9]. In the following we focus on the former scenario where the solution
parts of the triggering cases are directly reflected in the new process schema S′

and take a closer look at the relationship between the solution part of a case
and the type change ΔT . Let ΔT = op1 . . . opn be a process type change applied
to schema S with associated case base CBS , resulting in the new type schema
S′. We consider an arbitrary case c = (pdc, qaSetc, solc) ∈ CBS (with solution
part solc = a1, . . . , ak) and compare it with ΔT . As the changes are relevant
for all instances we can factor out qaSetc and focus on solc only. comparison of
parameterized change operations.

– solc and ΔT are equivalent (i.e., k = n ∧ aν ≡ opν , ν = 1 . . . n): Cases
whose solution part equals ΔT are not added to CBS′ . Their ”effects” are
the same as those of the type change (e.g., case c1 in Fig 6).

– solc is a subset of ΔT (i.e., ∃ μ1 . . . μk : 1 ≤ μ1 < . . . < μk ≤ n : aν ≡
opμν , ν = 1 . . . k): Cases whose solution part is a subset of ΔT are not added
to CBS′ as their effects are completely covered by the type change (e.g., case
c3 in Fig 6).

– solc and ΔT are disjoint (i.e., aν �= opμ, ν = 1 . . . k, μ = 1 . . . n): Since
the effects of case c are not covered by S′ c should be added to CBS′ . Later
reusability requires that actions a1, . . . , ak remain correctly applicable to
S′. Note that this might not always be possible due to conflicting change
operations. Change ΔT , for example, might delete an activity from S (e.g.,
(delete, B)) to which another operation a from solc refers (e.g., a = (insert,
X, Between A and B)). We use advanced conflict tests to detect such situa-
tions. If no conflicts between solc and ΔT exist, case c can be added to CBS′

without further adaptation. Otherwise, the process engineer has to adapt the
case in a way that it becomes applicable to S′ as well (e.g., by changing the
parameterization of actions from solc) (e.g., case c2 in Fig 6).

– solc is a superset of ΔT (i.e., ∃ ν1 . . . νn : 1 ≤ ν1 < . . . < νn ≤ k :
opμ ≡ aνμ , μ = 1 . . . n): Cases whose solution part is a proper superset of the
type change are not directly migrated to CBS′ . Instead, the process engineer
decides whether to add c to CBS′ and, if so, how to adapt it. The default
adaptation in our system suggests (logically) removing those actions from
the solution part of the case whose effects are already captured by S′ (i.e.,
sol′c:= solc¬{aν1 . . . aνn}) (e.g., case c4 in Fig 6).

– solc and ΔT are partially overlapping: Cases in this category are not
automatically migrated to CBS′ . The system supports the process engineer
by determining those actions of solc whose effects are not reflected by S′

(i.e., by calculating the difference set solc¬ΔT ). The process engineer might
then decide to migrate case c, after adapting its solution part from solc to
solc¬ΔT .

Generally, it is not sufficient to only compare the solution parts of the cases
and the process type change. When a process type change triggered by a case is
only relevant for a particular subset of process instances (e.g., a lab test should
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only be performed for patients older than 40 years suffering from diabetes), we
must also look at the corresponding QA pairs and their semantics. Reusing a
case at the instance level applies the change operations in its solution part only;
the context for this ad-hoc modification is reflected in the case’s QA pairs and
must be considered by the process engineer when pulling the solution part of
the case up to the process type level. Currently we only provide CB migra-
tion policies when a process type change is relevant for all process instances.
However, we are also investigating migration policies for the scenario just de-
scribed.

S:

A B

C

D

E F A B X EC F

X Process Type 
Change

T: Insert(S,X,C,E), 
delete(S,D)

S‘:

Process Type Change:

C1: ( … {Insert(S,X,C,E), delete(S,D)})

C2: ( … {delete(S,B)})

C3: ( … {delete(S,D)})

C4: ( … {Insert(S,X,C,E), delete(S,D), 
Insert(S,Y,E,F) })

….

Case-Base CBS

CB Migration C1: ( … {Insert(S‘,X,C,E), delete(S‘,D)})

C2‘: ( … {delete(S‘,B)})

C3: ( … {delete(S‘,D)})

C4‘: ( … {Insert(S‘,X,C,E), delete(S‘,D),
Insert(S‘,Y,E,F) })

….

Case-Base CBS‘

Process
Engineer

CB Migration

Fig. 6. CB Migration

5 Related Work

Previous research has addressed many aspects of CB maintenance. In general,
research on CB maintenance is driven by performance concerns [17] (i.e., problem
solving efficiency, CB competence and solution quality of problems solved [18]).

To improve problem solving efficiency while preserving CB competence, strate-
gies for controlling the growth of the CB [19] as well as for selective case reten-
tion have been proposed (e.g., [20,21]). In our approach, cases are used for the
memorization and the reuse of ad-hoc changes due to exceptions in the business
process. In this scenario cases cannot be deleted or only selectively added as
traceability of ad-hoc changes must be guaranteed. However, case base migra-
tion as proposed by our approach tries to tackle the same problems, aiming to
keep the size of the CB compact while preserving competence. When performing
CB migration the size of the CB is compressed without reducing the competence
of the overall system. Only cases that are still relevant are migrated to the new
version of the CB, the removed cases are covered by the new version of the
process schema (cf. Section 4.4).
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Although a significant body of research exists on CB maintenance none of
these approaches deals with inter-case dependencies (i.e., the application of one
case triggers the application of another case). In our approach CCBR is not used
as a standalone application, but in the broader context of a process management
system. This allows us to provide additional context information (e.g., two cases
have been applied to the same process instance, i.e., business transaction) facil-
itating the detection of inter-case dependencies (cf. Section 4.3).

The accuracy of the cases in the case base is crucial for the overall performance
of the CB. Therefore Cheetham and Price [15] proposed to augment the CBR
cycle with the ability to determine the confidence in the accuracy of individual
solutions. However, in our approach accuracy cannot be determined automati-
cally as the semantics of the QA pairs are unknown to the system. Instead, we
use the concept of reputation to indicate how successfully a case has been reused
in the past, thus indicating the degree of confidence in the accuracy of this case
(cf. Section 4.1).

To our knowledge refactoring of free text to answer expressions in a CCBR
system has not yet been addressed by existing approaches. They either support
structured or unstructured QA pairs, but not both at the same time.

While systematic approaches to CB maintenance like SIAM [22] provide a
general framework for building better maintainable CBR systems, this paper
focuses on the specifics of the BPM domain.

6 Summary and Outlook

We have derived basic requirements for CB maintenance in the BPM domain
(accuracy of cases, refactoring of QA pairs, detecting and handling of inter-
case dependencies, and support for CB migration), and we have presented our
approach to meeting these requirements. To maintain case quality we apply
the concept of reputation score indicating how successfully a case has been
applied in the past. Refactoring QA pairs from free text to answer expres-
sions and our approach to dealing with inter-case dependencies contribute to
increased problem solving efficiency. Finally, in the context of process evolu-
tion we suggest CB migration to deal with outdated cases, keeping the CB
compact, while preserving its competence. Ongoing work includes the evalua-
tion of our prototype in a real world scenario. Future work will address the
problem of inconsistencies due to redundant cases as we currently only support
the reuse of QA pairs by displaying existing ones to the user when adding a
new case. We further plan the extension of our CB maintenance approach to
also provide policies for CB migration when process type changes are not rele-
vant for all process instances, but only for a particular subset. In this situation
the semantics encoded in the QA pairs must be considered when performing a
process type change. In summary, CCBR techniques contribute significantly to
enriching BPM systems with more semantics and to improving process life cycle
support.
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